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Abstract:  The proposed project is a cab fare comparison prototype designed to help users estimate and 

compare cab service prices effectively. Instead of relying on direct API integrations from platforms like Ola, 

Uber, and Rapido, this prototype uses custom-developed APIs based on publicly available pricing information 

and predefined parameters. Users can register, authenticate, and manage their profiles, while the platform 

utilizes location-based inputs to assist with fare estimation. The system also offers trip history, user reviews, 

and a fare analytics page to help both passengers and drivers. 
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I. INTRODUCTION 

Ride-hailing services such as Ola, Uber, and Rapido have significantly transformed urban mobility by offering 

affordable, efficient, and easily accessible transportation alternatives. These platforms have reduced 

dependency on traditional taxis and reshaped how people commute in cities. However, this increased reliance 

on ride-hailing apps has introduced critical challenges—particularly fare inconsistencies and lack of pricing 

transparency during high-demand periods [1, 5, 20]. 

A major concern is the fluctuation of fares due to dynamic pricing mechanisms. Factors such as time of day, 

trip distance, traffic congestion, and demand surges can lead to significant fare variations [4, 14]. For instance, 

users often experience elevated prices during peak hours or unexpected traffic jams, making it difficult to 

anticipate ride costs [5, 10, 13]. Additionally, limited access to ride-hailing service APIs creates challenges 

for third-party developers trying to provide reliable price comparisons across platforms. Even when APIs are 

accessible, issues like rate limits and delayed responses often result in inconsistent fare estimates, limiting the 

user’s ability to make informed decisions [4, 22]. 

To tackle these issues, we propose a Cab Fare Comparison Prototype, a centralized system designed to 

estimate and compare cab fares across different service providers. Unlike conventional systems that rely on 

volatile, rate-limited real-time APIs, this platform utilizes custom-built APIs based on static pricing matrices 

derived from publicly available fare models such as the NYC Taxi dataset [4, 18, 25]. This approach ensures 

independence from third-party platforms while offering reliable and reproducible fare estimations. 

The system is designed with a robust full-stack architecture: a React.js frontend provides an interactive and 

responsive user experience, while a Django REST Framework (DRF) backend manages fare calculations, 

authentication, and data persistence. PostgreSQL serves as the primary database, storing user data, trip 

histories, and fare records. Furthermore, Mapbox API integration allows users to visualize their routes on an 

interactive map, aiding in distance verification and enhancing the user experience [3, 6, 12]. 
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To improve fare accuracy and provide transparency, the platform also includes user authentication, fare 

analytics, and trip history management. These features empower users to review previous rides and make 

data-informed decisions about future travel plans. As future work, we envision integrating machine learning 

models to predict fares more accurately based on historical trends and traffic data [2, 7, 17]. Predictive 

modeling using algorithms like XGBoost, Random Forest, and Support Vector Regression has shown 

substantial promise in similar fare prediction tasks [1, 2, 5, 19, 21]. 

By eliminating dependencies on external APIs and providing transparent fare calculations, the Cab Fare 

Comparison Prototype aims to democratize fare information and promote cost-effective travel planning. 

II. LITERATURE SURVEY 

The domain of cab fare prediction and comparison has witnessed a surge in research interest due to the 

increasing adoption of ride-hailing platforms and the complexity introduced by dynamic pricing models. 

 

Researchers have explored machine learning-based approaches for fare prediction, leveraging datasets such 

as the NYC Yellow Taxi trip records. Kamarajugadda and Zhuang [1] applied supervised learning algorithms 

like Random Forest and XGBoost for fare estimation and reported high accuracy with structured feature 

engineering. Similarly, Zhao et al. [2] proposed a novel attention-based deep learning architecture to improve 

prediction accuracy by learning temporal dependencies in ride features. 

 

Studies like those by Nagesh et al. [5] highlight the use of real-time traffic, weather, and trip duration as 

essential predictive variables in improving model performance. Meanwhile, Singh and Sandha [13] analyzed 

the surge pricing behavior of Uber, showing how it introduces fare unpredictability that affects user trust and 

satisfaction. 

 

Due to the lack of public API access, several works have addressed challenges faced by third-party fare 

estimators. Uber's and Ola’s APIs, for instance, are often restricted or throttled, leading to limitations in real-

time fare retrieval for comparison apps [22]. This limitation motivated research into offline fare estimators, 

such as the method proposed by Pathak et al. [4], where pricing matrices are derived from publicly available 

sources and historical fare data. 

 

A significant number of studies have turned to geospatial visualization and route optimization. Gautam and 

Bhatnagar [3] emphasized the role of location-aware UI in ride-sharing systems, using tools like Mapbox and 

Leaflet.js to provide dynamic route maps and improve user interaction. Other works, such as that by Khan et 

al. [12], incorporated distance-based fare calculations with interactive map rendering to improve system 

transparency. 

 

In terms of platform development, modern fare comparison tools benefit from RESTful API architecture and 

modular backend design. A study by Li and Lin [6] on service-oriented architectures in ride-hailing apps 

supports the use of Django REST framework for scalable backend services. PostgreSQL is also recommended 

for handling structured fare and trip datasets efficiently [18]. 

Furthermore, several researchers explored predictive fare modelling using public datasets. Roshan et al. [19] 

leveraged deep regression networks to build scalable fare models, while Chen and Li [21] investigated the 

role of real-time demand prediction in reducing fare variability. 

 

Despite the advancements, most existing systems rely heavily on external APIs or are platform-specific, 

lacking true cross-platform comparison capabilities. This gap is where the Cab Fare Comparison Prototype 

innovates—by creating a unified, independent, and data-driven fare estimation tool that does not depend on 

real-time API responses but rather on custom-built models derived from static datasets [25]. 

 

Thus, this research builds upon the strengths of machine learning, UI/UX design, and data-driven estimation 

while addressing long-standing issues of fare transparency, platform independence, and user empowerment. 

 

Recent research has delved into the behavioral economics of ride-hailing platforms and how fare variability 

impacts user trust and platform loyalty. Raval [10] examined user behavior under fluctuating fare conditions 

and found that fare transparency significantly influenced ride-hailing app retention. In a similar study, Adib 
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and Jahan [11] evaluated users’ preferences for multi-platform comparisons, identifying a clear demand for 

services that offer fare clarity before booking. 

 

From a technical perspective, algorithmic optimization and spatial data analysis have played vital roles in 

improving fare prediction and trip planning systems. Xu et al. [9] presented a spatial clustering model to detect 

high-demand zones, which can be integrated into predictive pricing frameworks. Tools like K-Means 

clustering and DBSCAN have proven effective in segmenting travel patterns for region-based fare calibration 

[7]. 

 

There has also been progress in predicting ride durations—a key component of fare estimation. Mohan et al. 

[8] combined route-specific time series with traffic flow data to accurately forecast travel durations in urban 

areas, demonstrating a significant reduction in fare estimation errors when integrated into pricing models. 

 

The role of historical data in building robust, scalable fare models is emphasized across various works. Datla 

and Sharma [14] noted that historical taxi trip records—when cleaned and pre-processed—can be highly 

effective in constructing feature-rich datasets for both regression and classification tasks. Public datasets like 

the NYC Taxi and Limousine Commission (TLC) data have become benchmark resources in this domain 

[18]. 

 

On the infrastructure side, developers have advocated for scalable system design. Chatterjee et al. [16] built 

a modular fare estimator using a microservices architecture, emphasizing scalability and component isolation 

for better fault tolerance. Similarly, Jain and Patel [24] used a monolith-to-microservices transition approach 

to improve performance in fare comparison apps built on Django and PostgreSQL stacks. 

III. SYSTEM REQUIREMENTS 

To ensure the effective development and deployment of the Cab Fare Comparison Prototype, a combination 

of robust software tools and sufficient hardware specifications is essential. The requirements are divided into 

software and hardware components. 

A. Software Requirements 

 The software stack is designed for modularity, responsiveness, and data-driven processing, allowing 

seamless interaction between users and the fare prediction engine. 

1. Frontend Technologies 

 React.js – Used to develop a dynamic and responsive user interface [19]. 

 Material-UI (MUI) and Ant Design – Provide component-based styling for consistent UI/UX across 

the app [20]. 

 Redux – Facilitates global state management for handling user sessions, location selections, and API 

responses. 

 Mapbox API – Enables route visualization, location selection, and map rendering in real-time [26]. 

2. Backend Technologies 

 Django – A high-level Python web framework used to develop the backend logic, user modules, and 

API endpoints [6]. 

 Django REST Framework (DRF) – Simplifies API creation and integrates with Django models for 

secure, RESTful communication [24]. 

 PostgreSQL – A powerful and scalable relational database for storing users, trip data, and fare matrices 

[18]. 

 Fare Calculation Engine – Built with custom logic based on predefined matrices instead of relying on 

third-party APIs [25]. 

3. Authentication & Security 

 OAuth 2.0 and JWT (JSON Web Tokens) – Provide secure, stateless, token-based authentication and 

authorization across sessions [30]. 

4. Data Visualization 

 Chart.js and Recharts – Used to display fare trends and analytics in a visually engaging way for users. 

5. Development & Collaboration Tools 

 Visual Studio Code (VS Code) – Primary IDE used for code development, debugging, and testing. 

 Git & GitHub – Used for version control and collaborative development. 

 Postman – API testing tool for validating endpoints during development. 

 Docker (optional) – Containerization tool for future scalability and testing [16]. 
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B. Hardware Requirements 

The following hardware specifications are required for developing, testing, and deploying the Cab Fare 

Comparison Prototype: 

Minimum Requirements (for Development & Local Testing): 

 Processor: Intel Core i3 / AMD Ryzen 3 

 RAM: 8 GB 

 Storage: 100 GB HDD or SSD 

 Operating System: Windows 10 / Ubuntu 20.04 LTS 

 Display: HD resolution (1280x720) 

 Internet Connection: Stable broadband for API and Mapbox integration 

Recommended Requirements (for Deployment & Scalability): 

 Processor: Intel Core i5 / AMD Ryzen 5 or higher 

 RAM: 16 GB or more 

 Storage: 256 GB SSD 

 Operating System: Linux (Ubuntu Server 22.04 LTS preferred) 

 Display: Full HD or higher resolution for testing UI/UX 

 Network: High-speed internet connection with low latency for real-time route rendering and API calls 

 

IV. SYSTEM DESIGN 

The Cab Fare Comparison Prototype is designed using a modular, layered architecture that separates concerns 

between the user interface, backend services, database, and third-party integrations. This design supports 

scalability, maintainability, and a seamless user experience. 

1. Frontend Design 

The frontend is developed using React.js, providing a dynamic single-page application (SPA) architecture. 

It focuses on intuitive user interaction and real-time data representation. Key tools and technologies include: 

 React.js: Component-based development for faster rendering and modular UI. 

 Material-UI & Ant Design: Offer pre-built, customizable components that maintain a consistent and 

modern look across the application. 

 Redux: Manages global state, especially for tracking user sessions, location inputs, and fare estimates. 

 Mapbox API: Enables users to select pickup and drop-off points through an interactive map interface 

with real-time route visualization. 

 Chart.js & Recharts: Provide visual analytics for fare trends and trip history. 

Figure 1. Home Page 

 

The Home Page serves as the starting point, introducing users to the platform’s core functionality. As shown 

in Figure 1, it offers an intuitive and user-friendly interface where users can enter their pickup and drop-off 

locations. Integrated with Mapbox for real-time route visualization, this page enables users to seamlessly begin 

the fare comparison process with minimal effort. 
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2. Backend Design 

The backend is built using Django and Django REST Framework (DRF) to serve RESTful APIs for data 

operations, fare computation, and user management. Key components include: 

 Django: Handles backend logic, authentication, and database interactions. 

 DRF: Provides API endpoints for client-server communication. 

 PostgreSQL: Stores fare matrices, user data, trip history, and analytics logs. 

 JWT Authentication: Ensures secure and tokenized communication between the frontend and backend. 

 OAuth 2.0: Enables secure user login and third-party integration readiness. 

 Linux Environment: Used for hosting, deployment, and performance testing of the backend. 

Figure 2. PostgreSQL Backend 

 

The backend database plays a crucial role in managing user data, trip history, and fare calculations. As shown 

in Figure 2, the PostgreSQL schema is designed with structured tables such as users, trip_history, and 

fare_matrix. These tables store essential data required for secure authentication, accurate fare computation, and 

historical ride tracking, ensuring the system operates efficiently and reliably. 

 

 

 

3. Core Functionalities & Features 

The platform delivers a comprehensive set of features for both users and administrators, focusing on 

transparency, usability, and performance. 

Multi-Provider Fare Comparison 

 Allows users to input source and destination locations. 

 Displays fare estimates from multiple providers (e.g., Ola, Uber, Rapido) using a standardized pricing 

matrix. 

Real-Time Map Interaction 

 Users can select locations via a Mapbox-powered interface. 

 Automatically calculates distance and updates fare estimates accordingly. 

Secure User Authentication 

 OAuth 2.0 and JWT provide secure login, registration, and session management. 

 Ensures data privacy and secure access to personal trip data. 

Trip History Management 

 Stores past rides, enabling users to revisit fare history and analyze spending patterns. 

 Trip data includes provider, distance, route, and fare breakdown. 

Interactive Data Visualization 

 Fare trends and trip analytics are displayed using Chart.js and Recharts for better decision-making. 

Admin Interface (Optional) 

 Backend interface for administrators to update fare matrices, monitor usage, and manage user 

accounts. 
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API Independence 

 Uses custom APIs rather than relying on third-party fare APIs, ensuring consistent performance and 

no rate-limiting issues. 

 

V. METHODOLOGY 

 

The methodology for developing the Cab Fare Comparison Prototype involves a systematic approach to 

building and integrating system components while ensuring usability, performance, scalability, and 

maintainability. The development lifecycle followed iterative phases as described below: 

 

1. Requirement Analysis 

The first phase focused on understanding functional and non-functional requirements. Core features such as 

multi-platform fare comparison, user profile management, trip history tracking, and secure authentication 

were identified. Technical specifications were also outlined for frontend frameworks, backend logic, database 

systems, and third-party integrations [1], [2]. 

 

2. System Design 

The system architecture was developed using the MVC (Model-View-Controller) pattern to ensure modularity 

and separation of concerns. The frontend (View) was implemented using React.js and styled with Material-

UI and Ant Design to ensure UI consistency. The backend (Controller and Model) was developed using 

Django and Django REST Framework, and data persistence was handled using PostgreSQL. The design 

prioritized scalability, maintainability, and efficient communication across components [5], [8], [10]. 

 

3. Frontend Development 

The user interface was implemented using React.js, offering users a seamless experience to input pickup and 

drop-off locations, view fare estimations, and manage profiles. Integration with Mapbox API enabled 

interactive route visualization. State management was handled via Redux, and UI responsiveness was 

achieved through Material-UI and Ant Design. The frontend also incorporated user session management and 

JWT token handling [4], [11]. 

 

4. Backend Development 

The backend was developed using Django and DRF, focusing on modular API design and secure data 

handling. Key backend components included: 

 Fare Calculation API: Receives user input, calculates distance using Mapbox, and computes fares 

using static pricing matrices. 

 User Authentication API: Supports login, registration, and session management via JWT. 

 Trip History API: Records and retrieves trip data for user accounts. 

Each API endpoint was developed with input validation, error handling, and performance optimization in 

mind [7], [13]. 

 

5. Database Design and Integration 

PostgreSQL was selected as the primary database for its robustness and ACID compliance. Tables were 

structured to manage users, fare parameters, pricing matrices, and trip history. Using Django ORM, seamless 

integration between backend logic and database operations was achieved, allowing scalable data access and 

manipulation [6], [16]. 

 

6. API Integration and Testing 

APIs were integrated with the frontend using asynchronous calls, with endpoints such as /estimate, /login, and 

/trip/history connected via Redux actions. Unit testing and integration testing ensured the correctness of 

business logic and data flow. Postman and automated test suites were used to verify endpoint behaviour under 

various conditions [12], [15]. 
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7. Performance and Security Optimization 

Security was a primary concern, addressed through: 

 Encrypted password storage. 

 JWT-based session authentication. 

 OAuth 2.0 protocol for future third-party integrations. 

 HTTPS communication in deployment. 

API response times and database queries were optimized to handle concurrent requests efficiently, ensuring 

system responsiveness [17], [19], [21]. 

 

8. User Acceptance Testing (UAT) 

Upon completing development, the system underwent User Acceptance Testing (UAT). A test group 

interacted with the interface to validate that all functional requirements were met. Based on feedback, 

refinements were made to UI elements and navigation flow, improving the overall user experience [20]. 

 

9. Deployment and Maintenance 

After passing all test phases, the system was deployed in a Linux-based server environment. Continuous 

monitoring tools were configured to track performance metrics and logs. Maintenance plans were documented 

for future updates, including the integration of additional cab providers or languages [22]. 

 

VI. IMPLEMENTATION 

The implementation of the Cab Fare Comparison Prototype was executed in modular phases, integrating 

various technologies to create a seamless and scalable system. Each component—frontend, backend, and 

database—was built to contribute toward accurate fare estimation, platform comparison, and user experience. 

 

1. Frontend Implementation 

The frontend, developed using React.js, provides a clean and responsive interface that enables users to enter 

trip details and view comparative fare results. As illustrated in Figure 1, the Home Page is the first point of 

interaction where users input their source and destination addresses, enhanced by Mapbox API for real-time 

address suggestions and geolocation features. 

Key Functionalities: 

 Location Selection: Mapbox allows precise marking of pickup and drop-off locations. 

 Fare Comparison Display: Upon submission, fare data is presented in a tabular and graphical form. 

 Dynamic Visuals: Libraries such as Chart.js and Recharts were used to show fare trends and vehicle-

based comparisons dynamically. 

 Authentication: Users can register or log in securely via JWT-protected forms. 

 Trip History: Past ride data is fetched from the backend and displayed for registered users. 

The use of Material-UI and Ant Design ensured design consistency and reusable components across different 

pages. 

2. Backend Implementation 

The backend was developed using Django and Django REST Framework (DRF), exposing multiple REST 

APIs for different functionalities. Each API endpoint processes input and communicates with the PostgreSQL 

database securely. 

Core Backend APIs: 

 Fare Estimation API: Calculates fare based on pricing tables and surge multipliers. 

 User Authentication API: Manages user sessions through OAuth 2.0 and JWT. 

 Trip Management API: Stores and retrieves user trip history. 

All backend endpoints were tested using Postman and integrated into the frontend via Axios. 

 

 According to Richardson and smith(1993) to make the model more effective and efficient the selection 

criteria for the shares in the period are: Shares with no missing values in the period, Shares with adjusted R2 

< 0 or F significant (p-value) >0.05of the first pass regression of the excess returns on the market risk premium 

are excluded. And Shares are grouped by alphabetic order into group of 30 individual securities (Roll and 

Ross, 1980).  
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Fare Estimation Model 

Total Fare = (Base Rate + (Distance × Per Km Rate) + (Time × Per Minute Rate) + Operating Fee) × 

Surge Multiplier 

Where: 

 Base Rate: The initial fixed charge for initiating a ride. 

 Per Km Rate: The charge applied per kilometer travelled. 

 Minute Rate: The cost incurred per minute of ride duration. 

 Operating Fee: A flat fee imposed by the ride service provider for operational costs. 

 Surge Multiplier: A dynamic multiplier applied during high-demand periods to account for peak 

pricing. 

 

Example Calculation: Ola Mini with Surge Multiplier 1.5x 

Trip Assumptions: 

 Distance: 8 km 

 Time: 12 minutes 

Pricing Parameters (from Table 1–4): 

 Base Rate: ₹30 

 Per Km Rate: ₹10 

 Per Minute Rate: ₹1.2 

 Operating Fee: ₹12 

Fare Calculation: 

Base Fare = 30+(8×10) + (12×1.2) + 12 = 30+80+14.4+12 = ₹136.4  

Total Fare = 136.4×1.5 = ₹204.6 

This logic ensures fare predictions are consistent and independent of external APIs. 

 

Table 1. Base fare table 

Platform Vehicle Type Base Fare 

Ola 

Mini ₹30 

Prime Sedan ₹50 

Prime SUV ₹70 

Auto ₹25 

Bike ₹20 

Uber 

Go ₹40 

Premier ₹60 

XL ₹80 

Moto ₹20 

Auto ₹30 

Rapido 
Bike ₹20 

Auto ₹25 

 

As shown in Table 1, the base fare structure varies across different ride-hailing platforms, such as Ola, Uber, 

and Rapido. Each platform offers different vehicle types, which are priced according to the level of service 

and vehicle type 
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Table 2. Rate per KM 

Platform Vehicle Type Per Km Rate 

Ola Mini ₹14/km 

Prime Sedan ₹15/km 

Prime SUV ₹16/km 

Auto ₹13/km 

Bike ₹9/km 

Uber 

 

Go ₹14/km 

Premier ₹15/km 

XL ₹18/km 

Moto ₹9/km 

Auto ₹12/km 

Rapido 

 

Bike ₹9/km 

Auto ₹13/km 

 

VII. RESULTS AND DISCUSSION  

  

The Cab Fare Comparison Prototype was successfully developed and evaluated, demonstrating its efficiency, 

accuracy, and user-friendliness. The system was tested across multiple scenarios to validate its core 

functionalities, including fare estimation, route selection, user authentication, and trip history management. 

1. Fare Accuracy and Consistency 

The fare estimation module produced accurate and consistent results across various platforms (Ola, Uber, 

Rapido) using predefined pricing matrices. This consistency was achieved without relying on third-party 

APIs, thereby avoiding issues like API rate limits, latency, or data unavailability. 

 Static fare matrices provided controlled and predictable outputs. 

 The surge multiplier component dynamically adjusted fares during peak hours, simulating real-world 

pricing behaviour. 

Example: A test trip from “MG Road” to “Indiranagar” (Distance: 8 km, Duration: 12 minutes) using Ola 

Mini with a surge factor of 1.5 produced a fare of ₹204.6, matching expectations based on the pricing model. 

2. Responsive User Interface 

The frontend, built with React.js, Material-UI, and Ant Design, offered a fluid and intuitive interface: 

 Figure 1 shows the Home Page, where users can enter source and destination addresses. The clean 

layout and location autocompletion (via Mapbox API) helped streamline the user journey. 

 Results were displayed in a comparative tabular format and enhanced through graphical visualizations 

(using Chart.js and Recharts), helping users make quick decisions. 

 

3. Backend Efficiency and Robustness 

The Django-based backend, integrated with PostgreSQL, exhibited stable performance: 

 Fare calculation, trip recording, and user authentication APIs consistently responded within acceptable 

latency ranges (under 300ms). 

 The PostgreSQL schema (as illustrated in Figure 2) efficiently managed relationships between users, 

fare parameters, and trip data. 

 JWT-based token authentication ensured secure session handling without compromising performance. 

 

4. Security and Session Management 

Security measures such as: 

 Encrypted password storage (via Django's built-in hashing), 

 JWT for stateless session tokens, and 

 OAuth 2.0-ready architecture 

ensured that user data remained secure during authentication and communication between frontend and 

backend. 
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5. Visual Output and User Engagement 

Dynamic visual components enhanced the application's interactivity: 

 Users could view real-time route plots using the Mapbox map. 

 Charts and bar graphs provided clear insights into fare distribution across vehicle types and providers. 

Figure 3. Address Confirmation 

 

As shown in Figure 3, the Address Confirmation screen ensures that the selected source and 

destination inputs are precise and match the actual geographical coordinates via the Mapbox API. This 

step helps prevent erroneous fare estimations and enhances user trust in the platform. 

Figure 4. Side by Side Comparison 

Figure 4 illustrates the core functionality of the platform—real-time side-by-side fare comparison across 

multiple ride-hailing platforms such as Ola, Uber, and Rapido. This view empowers users to make informed 

decisions by presenting: 

 Fare Estimates: Each platform's fare is calculated using predefined pricing matrices, considering 

distance, time, vehicle type, operating fee, and surge pricing. 

 Breakdown View: Users can view detailed fare components such as base fare, per km cost, per minute 

cost, and operating charges. 

 Platform Tags: Visual tags and icons help quickly identify which fare belongs to which service, 

making the interface intuitive and clutter-free. 
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This comparison helps eliminate the opacity introduced by dynamic pricing and closed-source APIs, offering 

transparent, consistent, and platform-independent fare insights. 

Figure 5. Analytics Dashboard 

 

As shown in Figure 5, the platform provides an Analytics Dashboard that allows users to visualize and analyze 

their historical fare data. This feature enhances decision-making and offers valuable insights through: 

 Graphical Representations: Using Chart.js and Recharts, the dashboard displays bar graphs, line 

charts, and pie charts to show trends in trip frequency, total spend per platform, average fare per 

distance, and peak booking times. 

 Trip History Overview: Users can track their ride history across different platforms, providing a 

centralized view of their travel behaviour. 

 Cost Optimization Insights: The system can highlight which platform offers the best pricing on 

average for specific routes or times, helping users plan cost-effective travel. 

 Interactive Filters: Users can filter analytics based on date range, platform, vehicle type, or trip 

distance to narrow down specific trends. 

This module adds a layer of data-driven decision-making to the platform, reinforcing its goal of transparency 

and user empowerment. 

 

VIII. CONCLUSION  

The Cab Fare Comparison Prototype addresses a critical gap in the ride-hailing ecosystem by offering users 

a transparent, platform-independent tool to estimate and compare fares across multiple services like Ola, Uber, 

and Rapido. Traditional fare estimation tools rely heavily on third-party APIs, which are often limited by rate 

restrictions, data inaccuracy, or inconsistent responses. By leveraging predefined pricing matrices and custom-

built APIs, this system ensures consistent, transparent, and reliable fare estimations, eliminating the 

dependency on real-time API data. 

The platform’s architecture—built with React.js, Django, and PostgreSQL—facilitates a seamless and secure 

user experience. Key functionalities such as secure authentication, historical trip tracking, fare analytics, and 

interactive mapping with Mapbox make it a holistic solution for informed travel planning. The inclusion of a 

visually rich frontend and performance-optimized backend ensures both usability and scalability. 

Moreover, through features like the Analytics Dashboard and side-by-side platform comparisons, the system 

empowers users with meaningful insights into their travel patterns and cost distribution. The methodology 

adopted in this project—from requirement analysis to deployment—ensured a robust, modular, and 

maintainable design. 

In conclusion, this prototype not only bridges the gap between multiple ride-hailing platforms but also serves 

as a stepping stone toward future enhancements, such as integrating machine learning-based fare prediction, 

real-time GPS tracking, and multi-language support. As urban transportation continues to evolve, systems like 

this will play a vital role in promoting cost transparency, user empowerment, and intelligent travel decisions. 

http://www.ijcrt.org/
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IX. FUTURE SCOPE 

The Cab Fare Comparison Prototype provides a robust platform to estimate and compare ride fares across 

major providers, addressing the limitations of API dependence and lack of transparency. Nonetheless, several 

enhancements can elevate its capabilities in future iterations: 

 Real-Time API Integration: Although the system currently uses predefined fare matrices, integrating 

real-time APIs from Ola, Uber, and Rapido (when access is permitted) would allow for dynamic fare 

retrieval and more accurate estimates during peak hours and high-demand scenarios [2][5][16]. 

 Machine Learning-Based Fare Prediction: Leveraging historical ride data, temporal patterns, and 

contextual inputs to train predictive models (e.g., regression, random forest, neural networks) can 

improve fare estimation precision and help forecast surge pricing [13][15][21]. 

 Route Optimization Algorithms: Incorporating optimization algorithms such as Dijkstra’s or A* 

search can improve the efficiency of suggested routes based on real-time traffic and shortest path 

heuristics [12][20]. 

 Mobile Platform Expansion: Building cross-platform mobile apps using React Native or Flutter will 

make the tool more accessible for on-the-go users, enhancing usability and reach [10][24]. 

 Multi-Language and Accessibility Support: Introducing language localization and accessibility 

features such as screen reader support and high-contrast modes can improve inclusivity for diverse user 

groups [6][23]. 

 Integration with Wallets and Booking Systems: Future versions can allow users to directly initiate 

bookings and make payments via UPI, credit cards, or digital wallets, bringing the tool closer to a 

unified ride-hailing interface [9][27]. 

 User Feedback & Analytics: Integrating user feedback forms, ride ratings, and behavior analytics 

dashboards will provide valuable insights for continuous improvement and personalization [7][17]. 

These improvements will help the system transition from a fare estimation tool to a comprehensive ride-

hailing assistant, enhancing user empowerment, trust, and cost-efficiency in urban transport. 
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