1. Abstract

This project proposes a machine learning model based on the co-existence of static features for Android malware detection. The proposed model assumes that Android malware requests an abnormal set of co-existed permissions and APIs in comparing to those requested by benign applications. To prove this assumption, the paper created a new dataset of co-existed permissions and API calls at different levels of combinations, which are the second level, the third level, the fourth level and the fifth level. The extracted datasets of co-existed features at different levels were applied on permissions only, APIs only, permissions and APIs, and APIs and APIs frequencies. To extract the most relevant co-existed features, the frequent pattern growth (FP-growth) algorithm, which is an association rule mining technique, was used. The new datasets were extracted using Android APK samples from the Drebin, Malgenome and MalDroid2020 datasets. To evaluate the proposed model, several conventional machine learning algorithms were used. The results show that the model can successfully classify Android malware with a high accuracy using machine learning algorithms and the co-existence of features. Moreover, the results show that the achieved classification accuracy depends on the classifier and the type of co-existed features. The maximum accuracy, which is 98.47%, was achieved using the Support Vector Machine and 99.27% was achieved using the K Nearest Neighbor algorithms the co-existence of permissions features at the second combination level.

1.1 Objectives

Gather a diverse dataset of Android applications, comprising both benign and malicious samples, from various sources. Extract relevant features from Android application files, including permissions, API calls, intent filters, and metadata. Identify the most discriminative features using techniques such as information gain, chi-square test, or feature importance scores. Evaluate different data mining techniques such as decision trees, random forests, support vector machines, and neural networks for their effectiveness in malware detection. Train the selected models using labelled data, ensuring proper splitting into training, validation, and test sets to prevent overfitting. Develop a lightweight and efficient implementation of the detection model suitable for deployment on Android devices, considering resource constraints. Create an intuitive user interface for the detection system, providing users with actionable insights and alerts about detected malware. Implement mechanisms for continuous monitoring of new malware threats and updating the detection system accordingly to maintain effectiveness.

1.2 Architecture

Fig - 1: Architecture for Android Malware Detection Using Data Mining Techniques

1. Android application Dataset: Creating a dataset for Android applications, especially one suitable for malware detection research, requires careful curation.
and consideration of various factors

2. **Balancing a dataset using under sampling:** Effectively balance your dataset using under sampling and train models for Android malware detection with improved performance and generalization capabilities.

3. **Applying the FP-growth algorithm to dataset:** Apply the FP-growth algorithm to your dataset and extract useful patterns and associations that can contribute to Android malware detection efforts.

4. **Highest 150 frequent combination in the dataset:** Specific implementation of the FP-growth algorithm and the process for extracting the top frequent item sets may vary depending on the programming language or software library you are using.

5. **Analysing each app in the data set for every combination:** Systematically analyze each app in the dataset for every combination of features and derive meaningful insights for Android malware detection.

6. **Request combination:** Request combinations of permissions, API calls, or other characteristics extracted from Android applications.

7. **Creation of the data set of co-existence:** A dataset that captures the co-existence of features within Android applications, which can be valuable for various purposes, including malware detection, app categorization, and behavior analysis.

8. **Data set of applications utilizing co-existence combinations features:** A dataset that captures the utilization of co-existence combinations of features within Android applications. This dataset can be valuable for various purposes, including malware detection, app categorization, and behavior analysis.

9. **Splitting dataset into testing and training using cross validation:** Cross-validation is a resampling technique used for assessing how the results of a statistical analysis will generalize to an independent dataset.

10. **Training dataset:** To prepare the training dataset for cross-validation machine learning model using for classification.

11. **Testing dataset:** To prepare the testing dataset for cross-validation represents the machine learning model using for classification.

12. **Building model using machine learning algorithms:** Build a model for Android malware detection using machine learning algorithms training and testing feature matrices and label vectors, respectively. Adjust hyperparameters and other parameters of the classifier as needed.

2. **WORK FLOW OF THE PROPOSED SYSTEM**

Collection android features: Collecting Android features typically involves extracting relevant information from Android application files (APKs), some common types of features that are often extracted for various purposes, including Android malware detection.

2. **Train mechanism learning model:** Training and testing feature matrices and label vectors, respectively. Adjust hyperparameters and other parameters of the classifier as needed.

3. **Predict malware co-existence:** Predict the co-existence of malware feature combinations in an Android application using a trained machine learning model. Specific feature combinations and model requirements.

4. **Generate detection report:** Generating the detection report, ensure that it is well-organized, easy to understand, and provides sufficient detail to support its conclusions. Use visualizations, tables, and descriptive text to effectively communicate the analysis results and insights.

5. **User action:** This scenario illustrates a typical user action of installing an Android application and highlights considerations for detecting potential malware during the installation process.

**CONCLUSION**

The paper has proposed a novel approach for detecting Android malware using the FP-growth algorithm, which is an association rule mining technique that is used to extract the frequent patterns of features at different feature co-existence levels. Moreover, the paper has created three datasets of co-existing features, which are co-existing permissions features only, co-existing API features only and co-existing features. Furthermore, the paper has created the features co-existence at four levels, which are level two, level three, level four and level five. To test the proposed approach, several machine learning algorithms were used, which are SVM and KNN. The experiments have shown that KNN and SVM algorithms achieved the best accuracy of about 99.27% using KNN and 98.47% using SVM at level 2 of co-existence using permission-API co-existence in the CIC_MALDROID2020 dataset. Furthermore, the
experiments have shown that all machine learning algorithms achieved the best results at the second level of features co-existence. Moreover, the experiments have shown that using the frequent API co-existence is better than using API features in Android malware detection. That is, extracting API frequencies from each APK, converting frequencies to existence based on an average of API call frequencies as a threshold, and then applying the co-existence technique achieved better accuracy than using API co-existence without considering API calls frequencies.
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