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Abstract: The number of vehicles on the road has increased dramatically in recent years, resulting in an increase in the risk of accidents. To address this issue and make driving more fun and comfortable, a new technology based on Mobile Ad-hoc Wireless Network Infrastructure (MANET) has emerged. This kind of technology is called Vehicular Ad-hoc Networks (VANETs). It enables vehicles to interact with one another or with infrastructure in order to share various types of information and warning signals. Prior to actual implementation, simulation is one of the most effective alternatives for testing an approach on a machine to avoid potential dangers, realise the experiment results and behaviour in the real world. For a smooth simulation of a VANET, the simulation environment included both a network and traffic simulator. This study tries to focus at the simulation tools that are available for the VANET environment. This research uncovers the advantages and disadvantages of simulators, as well as their popularity. This study will assist researchers in selecting appropriate simulating tools based on their needs.

Index Terms - Network simulators, Routing Protocols, Simulation, VANET, Vehicular Mobility Generators.

I. INTRODUCTION

Over the last two decades, wireless and mobile networks have a significant impact on our lives. Wireless networks have benefited people all around the world, from Bluetooth and wireless LANs to satellite networks. Vehicular Adhoc Networks are evolving at a breakneck pace as part of the Future Intelligent Transportation System (ITS). Vehicle to vehicle (V2V) communication, vehicle to infrastructure (V2I) communication, or a mix of the two is referred to as vehicular networking. Mobile adhoc networks (MANETs) and VANETs have a lot of similarities. Both are adhoc networks of mobile nodes that can communicate wirelessly. As VANET nodes are vehicles rather than handheld devices, VANET simulation has less issues of energy consumption, storage capacity, and compute power. VANETs also have the added problem of a rapidly changing topology because vehicles move considerably quicker than humans. In order to evaluate VANET simulation is required so that any changes can be made in simulation rather than in deployment, which would be prohibitively expensive [1].

Assuring security and privacy in the VANET is also a difficult task. As VANET applications are primarily concerned with ensuring safety and traffic management, simulation must account for the unique peculiarities of the automotive environment. To test and install the car network scenario, a huge sum of money, a large workforce, and a lot of labour are required. Computer simulation is used to evaluate apps and innovations before they are deployed. It is very feasible, risk-free, requires less money, time, and effort, and produces reports on many aspects of the programme. VANET simulation examines various aspects such as road topology, traffic signals, traffic congestion, and changing the vehicle's speed and mobility. This distinguishes VANET simulation from MANET simulation.

VANET vs. MANET

MANET (Mobile Ad-hoc Network) and VANET (Vehicular Ad-hoc Network) are the focal points of the networking area due to their usefulness. VANETs (vehicle ad hoc networks) are a subset of MANETs (Mobile Ad Hoc Networks). In VANET, where the patterns of motion are constrained by the topology of the road, the node's movement is predicted as the vehicle moves on the road in a random course. VANET is a potential topic of research that scientists, automakers, and mobile internet users are all interested in. A comparison of VANET and MANET is shown in Table 1 [2].
Table 1.1 Comparisons between VANET and MANET

<table>
<thead>
<tr>
<th>Properties</th>
<th>VANET</th>
<th>MANET</th>
</tr>
</thead>
<tbody>
<tr>
<td>Bandwidth</td>
<td>1000 kps</td>
<td>100 kps</td>
</tr>
<tr>
<td>Transmission Range</td>
<td>500 m</td>
<td>100 m</td>
</tr>
<tr>
<td>Cost of production</td>
<td>Expensive</td>
<td>Cheap compared to VANET</td>
</tr>
<tr>
<td>Nodes Lifetime</td>
<td>Depends on vehicle lifetime</td>
<td>Depends on power sources</td>
</tr>
<tr>
<td>Acquisition of Position</td>
<td>Using GPS, Radar</td>
<td>Using Ultrasonic.</td>
</tr>
</tbody>
</table>

Vehicular networks, on the other hand, have distinct characteristics:
- Predictable mobility: Unlike MANETs, where node mobility is difficult to forecast, vehicular movements are normally restricted to roadways, making them relatively predictable. Vehicles are aware of their location and surroundings incorporation with computerised maps and location sensors such as the Global Positioning System (GPS). A vehicle's future position can be predicted based on its current location, speed, and route trajectory.
- Power and computational capabilities are limitless: As cars' batteries are often recharged, they can offer continuous power to computer, sensing, and communication equipment, removing power limits. However, with the arrival of electric vehicles, this may become a problem because they should squander as little energy as possible.
- Large scale: Unlike most ad hoc network studies, which assume a small network size, vehicular networks can encompass an entire metropolitan region, including all of its vehicles and roadside equipment.
- Extremely dynamic: Vehicular networks are extremely dynamic, with various configurations depending on the situation. While vehicle density may be high in cities where vehicles move at low speeds, vehicle density may be low on highways where vehicles travel at high speeds and so have a low density.
- Partitioned network: Large vehicle gaps may develop in sparsely populated environments due to the dynamic nature of vehicular networks, resulting in multiple isolated groups of vehicles.
- Network topology and connectivity: Vehicles are continually moving and changing their positions, and they are only in communication range for a limited period of time. Links are formed and terminated at a rapid rate, resulting in rapid changes in network topology [3].

ROUTING PROTOCOL IN VANET

One of the key difficulties in the construction of a vehicular ad-hoc network is the development of a dynamic routing protocol that may help distribute information from one node (car) to another. On VANET, just a few protocols designed for the MANET environment have been tested.

However, lowering the time spent transporting data from one node to the next remains a difficulty. The creation of real-time VANET applications can be aided by overcoming certain hurdles in MANET protocols [3].

Routing protocols are divided into two categories based on (a) the network architecture and (b) the mode of operation.

(a) The Network Architecture

The network topology must be considered when performing the routing protocol, according to the type of architecture. As a result, as indicated in Figure 1, such architecture can be classified as ad-hoc, infrastructure, or hybrid. Figure 1(a) depicts the infrastructure mode, also known as Vehicle-to-Infrastructure (V2I). In this mode, VANET simply employs access points to allow vehicles to connect to the Internet and traffic while also obtaining routing data information. Only the vehicles and the designated Access points communicate. This architecture allows access to mobile nodes, but it may be impracticable when infrastructure and edification costs are factored in. Figure 1(b) shows the ad hoc mode, commonly known as the Vehicle-to-Vehicle (V2V) mode. There is no requirement for a central access point because mobile networks can share information directly with each other. The nodes must be able to connect with one another and act as routers, sending messages from the origin to the destination. For example, such design could be used to prevent accidents at intersections without traffic signals, as well as to notify traffic jams, detect accidents, and detect traffic slowing. VANET's have also used hybrid architectures like the one shown in Figure 1(c), which combines infrastructure and ad hoc systems. This type of architecture is one of many that can be used to allow vehicles to communicate with one another, and it can also be connected to the Internet via fixed access points.
Figure 1.1 Network architectures for VANETs. (a) Infra-structured. (b) Ad hoc (c) Hybrid

(b) The Mode of Operation

The type of routing is included in the mode of operation. It is organised into two categories: topology and geography. Figure 2 shows an example of VANET routing protocol classification. Topology-based routing technologies can operate in either unicast or multicast mode and are divided into two categories: proactive and reactive. Proactive protocols can keep network topology information and continuously update network topology information in routing tables in nodes, regardless of the usage of the routes maintained. One example of proactive protocols is the Destination-Sequenced Distance Vector (DSDV) [13]. Reactive protocols do not save routing information and only check for routes when a source node wishes to send data packets to a destination node. One of the reactive protocols is Ad hoc On-Demand Distance Vector (AODV) routing.
Challenges Faced by VANET Simulation

1. **Roadblocks** - Roadblocks obstruct communication and vehicular mobility. Signals may be disrupted when a wireless signal goes through barriers such as buildings, mountains, and other structures.

2. **Trip motion** - A trip is a path that connects a source and a destination. From source to destination, there are several options. It is up to the motorist to decide which path he will choose. As a result, driver interest must be taken into account in VANET simulation.

3. **Path motion** - A path is a collection of road segments taken by a vehicle on its journey from point A to point B. Drivers choose their route based on a variety of factors such as traffic congestion, distance, time of day, and so on.

4. **Traffic patterns** - The density of traffic varies depending on the time of day. The difference between rush hour and normal hour must be taken into account when simulating. This period has a significant impact on a vehicle's path decision.

5. **External Influence** - External impacts such as traffic accidents and temporary road closures must be factored into the simulation.

6. **Human driving patterns** - Drivers take into account both static and dynamic impediments such as other cars and pedestrians. As a result, choosing a good and efficient simulation environment is a critical task since it enables the creation of various communication environments such as city, highway, and town scenarios with ease and with less hazard and safety concerns. This encourages us to continue our investigation of current VANET simulators. The following section provides an overview of existing VANET simulators.

### Simulation in VANET

Various VANET simulators used by the scientific community are mentioned in this section. Only freely available and open source software is presented in the study, allowing free access to the simulator source code. Three separate simulators are utilised to simulate the VANET in three phases. VANET simulators are a) what they're called, b) Network simulators; c) Generators of vehicular motion. The taxonomy of VANET simulation software is shown in Figure 3[4].

![Figure 1.3 Taxonomy of VANET simulation software](image)

In VANET simulations, Vehicular Mobility Generators are used to add realistic nature. The mobility generator produces traces of realistic vehicular mobility, which the network simulator uses as an input. The road model, scenario characteristics such as vehicle arrival and departure rates, maximum vehicle speed, and so on are inputs to the mobility generator. It is easy to identify the location of each vehicle at each time instant for the duration of the simulation and their movement profiles using the trace information. SUMO, MOVE, CityMob, VanetMob-Sim, FreeSIM, STRAW, Netstream, and the others are examples. The next phase is network simulation, which comes after traffic simulation. Network simulators mimic computer network configurations and simulate source, destination, background load, route, links, and channels at the packet level. We can differentiate alternative network topologies, discover constraints, and overcome them using a network simulator before deploying and undertaking costly experiments in the real world. VANET extensions are required by MANET network simulators in order to be used in VANET simulation. NS-2, NS-3, SNS, J-SIM, OMNET++, GloMoSim, and more are examples. Finally, VANET simulators allow network simulation as well as traffic simulation.
II. VANET SIMULATORS

Network and mobility simulations are combined in VANET simulators. Network simulators are in charge of simulating communication protocols and message exchange, whereas mobility simulators are in charge of each node's movement, or mobility. Table 2 lists the simulators we discovered. We were able to discover some proprietary simulators among the open-source simulators. We concentrate our research on simulators that have a release date after 2015. We believe that obsolete tools are likely to be retired, and hence have a high likelihood of not supporting the most recent breakthroughs in VANET research, which is one of the factors we used in this paper's analysis.

<table>
<thead>
<tr>
<th>Simulator</th>
<th>Last release</th>
<th>License Type</th>
<th>Network simulator</th>
<th>Mobility generator</th>
</tr>
</thead>
<tbody>
<tr>
<td>NetSim</td>
<td>2021</td>
<td>proprietary</td>
<td>own</td>
<td>SUMO</td>
</tr>
<tr>
<td>Veins</td>
<td>2020</td>
<td>open-source</td>
<td>OMNeT++</td>
<td>SUMO</td>
</tr>
<tr>
<td>Eclipse MOSAIC</td>
<td>2021</td>
<td>open-source</td>
<td>NS-3, OMNeT++, SN and Eclipse MOSAIC Cell</td>
<td>SUMO and VISSIM</td>
</tr>
<tr>
<td>VENTOS</td>
<td>2018</td>
<td>open-source</td>
<td>OMNeT++</td>
<td>SUMO</td>
</tr>
<tr>
<td>GrooveNet</td>
<td>2013</td>
<td>open-source</td>
<td>NS-2</td>
<td>Own</td>
</tr>
<tr>
<td>NCTUns</td>
<td>2010</td>
<td>proprietary</td>
<td>NS-2</td>
<td>Own</td>
</tr>
<tr>
<td>CityMob</td>
<td>2009</td>
<td>open-source</td>
<td>NS-2</td>
<td>Own</td>
</tr>
<tr>
<td>TraNS</td>
<td>2009</td>
<td>open-source</td>
<td>NS-2</td>
<td>SUMO</td>
</tr>
</tbody>
</table>

A. NetSim

NetSim is a discrete event simulator that can replicate a variety of networks, including wired, wireless, mobile, and sensor. There are three sorts of licences available for the simulator: pro, standard, and academic, the first two of which include support for VANET simulations. NetSim works with SUMO to simulate VANETs. The former is in charge of the WAVE wireless vehicle communication standard, while the latter is in charge of road traffic modelling. NetSim comes with a collection of network performance indicators, as well as graphs of link and application throughput. The metrics will differ based on the sort of network that is being simulated. Users can log details of each packet as it goes via the network using packet trace and event trace.

RF Propagation Models is one of the NetSim VANET modules worth mentioning. Path Loss, Shadowing Model, and Fading Model are all included in this module, and they're all necessary for predicting signal loss or signal encounters inside a building or in highly crowded locations over time. This module aids in making the simulation more realistic, as in a real-world scenario, the VANET will most likely encounter numerous impediments (e.g., buildings, heavy traffic) when signal communication is required. NetSim's architecture enables for the addition of additional components to meet the needs of the user and the appearance of new technologies, W-LAN, cognitive radio, LTE, MANET, Military radio, Internet of Things, VANET, Software Defined Networking (SDN), and satellite communications have all been implemented on the simulator over the years. The SDN module, in particular, enables a variety of networking commands for controlling simulation, routing, access control, and so on, all of which may be run on the controller command line during the simulation.

B. Veins

Veins [5] is a free and open-source framework for simulating vehicle networks. It's built on top of OMNeT++ and SUMO. In general, the simulator creates an OMNeT++ node for each vehicle in the simulation and then matches node movements to vehicle movements in the road traffic simulator (i.e., SUMO). Both the network and mobility simulations can run in parallel in this situation. This is made possible via a bidirectional coupling achieved by the Traffic Control Interface (TraCI) [6], a defined connection protocol. TraCI allows OMNeT++ and SUMO to exchange messages (e.g., mobility traces) through TCP connections while the simulation is running.

The simulator comes with a number of extensions (currently over 17) that let you emulate different protocol stacks (e.g., IEEE 802.11p, ETSI ITS-G5 [7]) and applications (e.g., car platooning [8]). In conclusion, Veins is intended to be used as an execution environment for user-written programmes, making it easier to simulate new ecosystems and applications. As a drawback, it requires the proper operation of both SUMO and OMNeT++ in order to produce precise findings. Veins can offer unreliable results if one of those has a defect. Veins is compatible with Linux, Windows, and Mac OS.

C. Eclipse MOSAIC

Eclipse MOSAIC [9], formerly known as V2X Simulation Runtime Infrastructure (VSIM- RTI), is an open-source, multi-scale, multi-domain simulation platform for evaluating novel linked and automated mobility solutions. The major goal of Eclipse MOSAIC is to give users the freedom to execute multiple V2X simulations with the simulators of their choosing. Eclipse MOSAIC accomplishes this by combining various simulations to provide a more realistic representation of car traffic, pollution, and wireless connectivity.

SUMO and PHABMACS for traffic simulation; NS3, OMNET++, and SNS for communication simulation; and Eclipse MOSAIC Application for application simulation are some of the simulators currently supported by Eclipse MOSAIC. Other simulators and analytic tools (particularly those from third companies) can be simply integrated as well.

Three essential pieces of the runtime architecture are required to integrate the simulators with Eclipse MOSAIC. It is the responsibility of the Federation Management to link each participating simulator to the runtime infrastructure. A federate is made up of two connectors: one for receiving data from the runtime infrastructure and the other for transmitting data to it. The simulation must be coordinated and the participating federates must be synchronised, hence Time Management is required. It
ensures that each federate's events are processed in the correct order. The Interaction Management uses publish-subscribe paradigm to enable data communication amongst federates.

D. VENTOS

VENTOS [9] is a free and open-source simulator for evaluating vehicular networks (e.g., collaborative driving, automated cruise control, and platooning). It leverages SUMO and OMNET++ for mobility and network modelling, respectively, in the same way as Veins does. VENTOS, on the other hand, contains a number of prebuilt modules that make simulating complex application scenarios easier. The simulator, for example, includes algorithms for traffic signal control (TSC) and platoon management operations (e.g., merge, split, entry and leave).

VENTOS contains two specific modules: addNode and trafficControl, which make the process of generating traffic demands at a microscopic level easier. Users may simply add both stationary and mobile nodes to the simulation with the former, while the latter allows them to manipulate vehicle traffic by modifying its speed or specifying platooning procedures. The architecture of VENTOS is shown in Figure 8. In a hardware-in-the-loop (HIL) situation, the simulator can be enhanced to communicate with real OBUs and RSUs [9]. In this situation, each physical device linked to the computer has a virtual node in the simulation, and any action taken on the actual device is mirrored on its alias, and vice versa.

The hardware device can be linked to the VENTOS machine through an Ethernet port and communicated with via SSH sessions. The simulator does, however, demand that a tiny control programme (responsible for data management and control instructions) be run on the device, which may make it difficult to integrate with some boards. VENTOS, like Veins, relies on the seamless operation of both SUMO and OMNeT++ to produce accurate findings. The simulator is compatible with Linux, Windows, and Mac OS.

E. GrooveNet

GrooveNet[10] is an integrated simulator that allows large-scale simulations in street maps of any US metropolis using numerous models that characterise communication, transport, and traffic control. One-way streets and the altitude of the street are not currently indicated in the map database. GrooveNet is written in C++ and runs on Linux using the Qt graphics cross-platform toolkit. GrooveNet is based on the TIGER/Line 2000+ database format used by the US Census Bureau and can dynamically load counties at runtime. GrooveNet receives text files from map databases and translates topological data into a binary encoded file with a graph structure when it starts up.

III. NETWORK SIMULATORS

The exchange of messages among connected nodes is simulated using a network simulator. In the case of a VANET, vehicles and RSUs are typically involved, and wireless communications are the most common mode of communication. Ideally, all communication system components (e.g., the entire protocol stack) should be emulated, and the simulation should eventually include other relevant metrics (e.g., signal to noise ratio, packet error rates) [6]. Both network components and events are described in the network model. Components can include nodes, routers, switches, and connections. Data transfers and packet errors, for example, are two events that can occur.

A network simulator's output typically contains network level data, link metrics, and device metrics for a specified simulation scenario. Trace files used to be provided as well. These files provide a record of each simulation event that can be processed for additional analysis. Discrete-event simulation is used by the majority of network simulators [11]. A list of "pending events" is maintained in this method, which is then handled in sequence at each simulation step. Some events can lead to the emergence of new ones. The arrival of a packet at a node, for example, may cause a new packet to be sent. OMNeT++ [12], OPNET [13], NS2 [14], and NS3[15] and other network simulators are examples of available network simulators (some of which are frequently used in VANETs).

A. NS-2

The discrete event network simulator NS-2 [16] is one of the most widely used open source simulators. It's an object-oriented, discrete event driven network simulator created at the University of California, Berkeley. While the basic modules, such as protocols, channels, and agents, are written in C++, the simulation models are written in Tool Command Language (TCL) scripts. Users interact with NS-2 by writing TCL scripts that should include all of the instructions needed to set up the network topology, specify wireless parameters, and keep track of statistics. Several mobility simulators can generate vehicular trace files suitable for use in NS-2, from which an event trace output file and an animation trace file are generated. The NS-2 Network Animator (NAM) programme may use the animation file to offer simulation visualisation.

NS-2 supports both wired and wireless networks, with numerous MANET routing protocols and an IEEE 802.11 MAC layer implementation. NS-2 was utilised to investigate the impact of mobility on IEEE 802.11p MAC performance in [17]. NS-2, despite its widespread use in vehicular network research, does not scale well to large topologies (more than 300 nodes) and takes a lot of memory per simulated node [18]. It also lacks support for hierarchical models, making it extremely difficult to extend.

B. NS-3

NS-3 is a discrete-event network simulator widely used in research, succeeding the popular NS-2 but with a completely revamped simulation architecture. NS-3 aims to address the performance issues that plagued NS-2 while also improving realism. The simulation models in NS-3, like those in its predecessor, are implemented in C++. It does not, however, use TCL scripts to control simulations, as they are now implemented entirely in C++ (python bindings are also provided). The goal was to construct an open-source network simulator that was more scalable and easier to use, and that was consistent with present research needs. NS-3 incorporates the architectural concepts and code from GTNetS[15], a scalability-optimized simulator. Aside from
performance enhancements, NS-3 was built to be extensible, allowing for the creation of additional models. The most significant benefit is the ongoing maintenance and rapid expansion provided by a broad developer community.

C. OMNET++

The Optical Micro-NetworksPlusPlus (OMNET++) [19] simulation system is based on discrete events. Because it gives both commercial and non-commercial licences, OMNeT++ is currently quite popular in academia and industry. It is used at academic institutions and non-profit organisations. It's a C++ simulation library and framework that's extendable and component-based. The components are then put together to form larger parts and models. A number of simple modules (cSimpleModule) make up the simulation, each of which represents the behaviour of a certain protocol. A compound module is made up of multiple simple modules that have been coupled together.

A host node, for example, can be a composite module made up of numerous simple modules that provide Internet protocol stack models. These modules are written in C++ and adhere to its object-oriented design principles. The Network Description Language (NED) language is used to combine these simple modules into compound modules, as well as to set up simulations and network topologies. NED also allows for the design of network module parameters as well as the specification of simulation parameters. When the simulation is compiled, the NED code is transparently transformed to C++ code. To create and control simulations, OMNeT++ offers both a graphical and command-line interface. It also includes a C++ kernel simulation library that may be integrated into other projects.

D. OPNET

Riverbed Technologies' Optimized Network Engineering Tool (OPNET) is a licenced network simulator that can be used to simulate both wireless and wired networks. For researchers and educational groups, an academic edition of OPNET called OPNET IT Guru is offered with a free licencing version.

Users can develop and test network communication devices, protocols, applications, and routing protocols using OPNET simulators. Different wireless technologies, such as IEEE 802.11, IEEE 802.15.1, IEEE 802.20, and satellite networks, are supported by OPNET simulators [20]. The ease of use, friendly graphical user interface (GUI), and high quality documentation and technical support are the key benefits of OPNET simulator.

With the help of the survey approach, we examined the popularity of the most commonly used network simulators, as shown in Table 3.

For this study, we looked at 40 of the most frequently cited articles from the last five years that employed the specified network simulator for VANET simulation implementation, which were found on both Google scholar and IEEE Xplore. The average popularity index of NS2, NS3, OMNeT++, and OPNET was determined. By comparing these indices, we can see that NS3 has been the most used network simulator during the previous five years, surpassing NS2, OMNeT++, and OPNET.

IV. VEHICULAR MOBILITY GENERATORS

Vehicle mobility generators give the VANET simulation more realism. Road models and scenario characteristics are used as inputs, and the result is a trace of detailed traffic movement. The simulator must be compatible with the network simulator because it cannot be used alone for simulation and must be used in conjunction with it.

There are two types of mobility models: macroscopic and microscopic. Microscopic models treat each vehicle as a separate entity, focusing on its movement and behaviour in relation to others, whereas macroscopic models take into account quantities of interest such as traffic density, automobile velocity, traffic lights, highways, and streets.

A. SUMO

SUMO is a free, downloadable, microscopic, and continuous traffic simulation programme for managing huge road networks [21]. It allows for the modelling of intermodal traffic networks that include road cars, public transportation, and pedestrians. Finding routes, visualising, importing networks, and estimating emissions are just a few of the activities that SUMO can help with. OpenStreetMap, NavTeqMATsim, VISSIM, VISUM, and OpenDRIVE are among the import formats supported by SUMO. SUMO is written in C++ and Python, and it exclusively makes use of portable libraries. SUMO can also be used on a variety of platforms, including (Windows, Linux, or macOS), and can be used in conjunction with a network simulator such as (OMNeT++, NS-2, or NS-3).

B. MOVE

MOVE (MObility model generator for VEHicular networks) [22] creates realistic VANET mobility models quickly. SUMO is the foundation for MOVE. MOVE generates a mobility trace file that provides information on realistic vehicle movements and can be utilised right away by network simulation tools like ns-2 or GloMoSim. MOVE also has a graphical user interface (GUI)
that allows users to quickly create realistic simulation situations without having to write simulation scripts or learn about the simulator's internal workings.

C. CityMob

The CityMob mobility generator is an open source simulator that allows users to construct urban mobility scenarios, including the ability to simulate accidents and broadcasting events depending on flooding. It generates vehicle mobility traces that are compatible with the NS-2 network simulator and is written in C under the GNU licence.

Three different mobility models are proposed by CityMob[23]:

1. Simple model (SM): Without semaphores, vertical and horizontal mobility patterns are available.
2. Manhattan model (MM): the city is modelled after the Manhattan grid, with all streets being two-way and car movements restricted by lanes. It allows semaphores to be placed at arbitrary locations. When a vehicle is blocked by a semaphore, it remains still until the semaphore turns green.
3. Downtown model (DM): To make the traces more realistic, traffic density is added to the Manhattan model. In CityMob, DM is the optimum mobility model.

D. STRAW

STreetRAndom Waypoint provides accurate simulation results based on mobility in a car in a real-world US city model with real-world traffic. The existing STRAW[24] implementation was designed for the JiST / SWANS discrete event simulator, hence traces of its mobility are unreliable. Other network simulators, such as NS-2, were also included. The C3 (Car-to-Car Cooperation) programme includes STRAW. For proper network modelling in this scenario, an extra practical mobility model with a suitable level of detail for vehicle networks is required. The problem of this strategy is that, like in the case of North American countries, the model will only recognise node motions to streets predetermined by map information. Individual vehicle congestion will be restricted, and traffic control procedures will be simplified.

V. CONCLUSION

Researchers have been working to produce accurate and realistic simulation tools as VANETs have gained in popularity and attention. We investigated the present state of VANET simulators in detail in this paper, particularly in terms of their support for novel technologies as well as safety and security methods. When evaluating the VANET simulators, Veins appears to support these characteristics the best at the time of writing this study.

SUMO, MOVE, CityMob, and STRAW were among the mobility generators investigated. Software features and traffic model support are all good in SUMO, MOVE, and STRAW. In terms of software functionality and traffic model support, CityMob is excellent. SUMO has good software qualities, but it is lacking in other areas.

NS-2, NS-3, OMNET++, and OPNET are among the network simulators that have good software support. However, NS-2 has limited scalability, and OMNET++ is more difficult to use than the rest. In fact, none of the network simulators specifically address VANET scenarios and requirements, such as 802.11p considerations, obstructions, vehicular traffic flow, and so on.

Finally, in order to improve the quality of VANET simulations, we identified a number of difficulties that must be solved. As a result of our research, we discovered that NS3 is the most often used network simulator due to its performance and ease of use.
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